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Abstract

In this paper, we present several graph theory related software
systems that we have developed. These systems have been used in
learning and research. The systems feature drawing and manipula-
tion of graphs as well as execution of graph algorithms. The systems
are JGraph, a Java-based system for creating graphs and running
graph algorithms; Colossus, a visibility graph system; Manohar, a
system for computing graceful labelings of graphs (with special em-
phasis on trees) and Graph Algorithm Constructor, which allows the
creation of graph algorithms by drawing flow diagrams instead of
writing source code. We also describe some examples in which the
empirical data generated from these systems have allowed us to dis-
cover fundamental properties of graphs.
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1 Introduction

The large number of applications of graph theory and graph algorithms to
a wide range of areas such as computer science, mathematics, engineering,
business, geographic information systems, bioinformatics and several others
have motivated a rapid growth in the fields of graph theory and graph
algorithms during the last four decades. A large number of resources in
graph theory such as books, research journals, web sites and other online
resources are now available. Graduate and undergraduate programs in
computer science, engineering, mathematics and several others regularly
include courses on graph theory, graph algorithms and their applications.
Students in these courses, researchers in pure and applied graph theory,
and professionals who need to experiment with graph algorithms often have
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varying backgrounds. In particular, students and researchers need to work
with graphs and implement graph algorithms but they may not have the
necessary programming skills to do so.

The goal of our project is to create software systems for easy manipula-
tion and experimentation with graphs and graph algorithms. Such software
systems can be used for learning and teaching, for implementing graph al-
gorithms, for applications, and for conducting research where experimenta-
tion with graphs and empirical evidence are needed. These systems should
allow students and practitioners to experiment with graphs and construct
and implement graph algorithms without programming.

In this paper we describe our recent work and progress of our project.
Section 2 gives details of several systems that we have developed and used
in our teaching and research activities. In Section 3 we present some appli-
cations to illustrate how we have used the systems in our research. We also
give a summary of the current status of our project and list future goals
and enhancements to the systems.

2 Software Systems

In this section we describe our software systems in detail. While we have
found these systems highly useful in our research and teaching, it must
be mentioned that the systems are themselves research projects in varying
stages of development.

2.1 JGraph

JGraph is a system for creating graphs and running graph algorithms. It
has been primarily used for teaching and research in graph theory. The
system provides a graphical user interface in which the user can create
graphs, modify their structure and execute graph algorithms. Several algo-
rithms have been implemented including planarity testing, planarity draw-
ing, Priifer encoding, Dijkstra’s shortest path, DFS and BFS, and finding
blocks of a graph.

The current version (5.0) of the system provides the ability to use
GraphML to read and write graphs. GraphML is a comprehensive and
easy-to-use file format for graphs. It consists of a language core to describe
the structural properties of a graph and a flexible extension mechanism to
add application-specific data. See http://graphml.graphdrawing.org/ for
more details. The advantage of using GraphML lies in the fact that this
format is a standard and therefore many other graph applications use it.
This allows JGraph to read files containing graphs created in another graph
application which uses GraphML. JGraph has been developed entirely un-
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der Java and therefore it can be run on any platform. A screenshot of
JGraph is shown in Figure 1.
We refer the reader to [7, 10] for more detailed descriptions of JGraph.
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Figure 1: Screenshot of JGraph v5.0.

2.2 Manohar

Manohar is a system for computing graceful labelings of graphs. For the
sake of completeness we include the definition of a graceful labeling. For a
connected graph G with m edges, we consider a vertex labeling f : V(G) —
{0,1,2,...,m} to be an injective map. This induces an edge-labeling of G
where an edge zy is given the label | f(z) — f(y)|. We say that f is a graceful
labeling if the induced edge labels are distinct, so that the edges are labeled
1,2,...,m in some order. A graph G is graceful if it has a graceful labeling.
The field of graceful labelings is a very active area of research. Please see
(14] for an excellent survey. The well-known Ringel-Kotzig conjecture [14]
states that all trees are graceful.

The graphical user interface of Manohar allows the user to easily draw a
graph and move vertices and edges around. When the user finishes drawing
the graph, it is possible to compute its graceful labeling by clicking on a
button. If the graph is graceful, Manohar displays a graceful labeling on
the screen. In its current version, Manohar can compute graceful labelings
of trees, cycles, and certain other graphs. A sample screenshot of the
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computation of graceful labeling for a tree of 14 vertices is illustrated in
Figure 2.
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Figure 2: Screenshot of Manohar

Even though Manohar is able to find graceful labelings of trees and
certain graphs, it can only find a limited number of them. Nevertheless,
recent improvements to Manohar include the implementation of original
algorithms that find all graceful labelings of cycles as well as paths. It is
well-known that paths P, are graceful. Rosa [18] proved that a cycle C,,
is graceful if and only if n = 0 mod 4 or n = 3 mod 4. To illustrate how
Manohar has helped in our research in graceful labelings, we include below
a description of our algorithms and some data generated by those.
Overview of the Algorithm for cycles.

For a cycle C,, (with n = 0 mod 4 or n = 3 mod 4) our algorithm
generates edge labels starting at edge label n and proceeding to generate
edges labels n — 1,n — 2,... and so on down to edge label 1. This is done
by assigning appropriate vertex labels. Since the only way to generate edge
label n is by labeling two adjacent vertices as 0 and n, our algorithm starts
here. The next step is to generate edge label n — 1. As there are two ways
to obtain a positive difference equal to n — 1, namely < n — 1,0 > and
< n,1 >, the algorithm splits the computation into two branches, one with
the sub-labeling < n — 1,0,n > and the other one with < 0,n,1 > . The
algorithm continues computing edge labels n — 2,n — 3, ... by splitting into
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branches until it either finds a graceful labeling for the branch or it reaches
a sublabeling for which no graceful labeling is possible. In this last case,
the algorithm disregards the computation for that branch and continues
computing other branches.
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Figure 3: Partial output generated by Manohar for a cycle with 11 vertices.
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This process finds all graceful labelings of a cycle [12]. Figure 3 displays
a sample of the output data obtained by Manohar for Cy;. The last edge
label computed is displayed on the left and the sub-labelings and graceful
labelings to the right of | symbol. The graceful labelings are marked with .

We observe that in a graceful labeling of Cy,, the vertex labels are n dis-
tinct elements of the set {0,1,2, ...,n} so that exactly one of these numbers
is missing from the set of vertex labels. In the output data in Figure 3, this
missing number appears to the right of the > symbol.

Table 1 summarizes the number of graceful labelings found for cycles
with up to 20 vertices. Each column represents the number » of vertices of
the cycle and each row represents the value m of the missing label. This
data has been essential in our research to study the structure of graceful
labelings. Notice the symmetry in each column. This is due to the fact
that the graceful labelings for m < % are the complements of the graceful
labelings for m > %. It has also been proved [11] that the missing label m
lies between [] a.nd 1321
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Table 1: Number of graceful labeling of cycles for n < 20

Overview of the Algorithm for Paths. The algorithm for the computa-
tion of graceful labelings of a path is similar to that used for cycles. The
sublabelings are generated as before but these are linear rather than cir-
cular. Also, since there are n vertex labels 0,1,....n — 1 and n — 1 edge
labels 1,2,...,n — 1, no vertex label is missing. It was shown in (1] that, for
sufficiently large n, a lower bound for the number of graceful labelings of a
path is (3)". We tested our algorithm for values of n up to 20 and found
that the number of graceful labelings for paths is much larger than (3)",
which suggests that this bound may be improved perhaps by some multlple
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of n.

We have tested the performance of Manohar using a Dell 4600 computer
with 1GB of RAM. Table 2 shows a comparison of our results for cycles
with those of Eshghi & Azimi [13]. They used a Pentium IV machine with
RAM (256 MB). The performance column displays the time that the ap-

plication took to find one graceful labeling.

n

Performance (s)

8
15
20
55
72
112

Eshghi & Azimi | Our algorithm
< 0.01 < 0.01
< .65 < 0.01
< 105.32 < 0.01
N/A < 0.03
N/A < 0.04
N/A < 0.15

Table 2: Performance of our algorithm compared to that of Eshghi and

Azimi

The data generated by our algorithms for paths and cycles have led
to the discovery of important properties about the structure of graceful
labelings [11]. Our next goal is to generalize our graceful labeling algorithm
to caterpillars and lobsters and to implement those in Manohar.
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Figure 4: Screenshot of a visibility graph generated by Colossus. Ears and
mouths correspond to vertices 2,5,7,8,11,15,18 and 3,4,6,9,12,13,16,17

respectively
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2.3 Colossus

Colossus is a system for determining visibility graphs of polygons or line
segments. The study of visibility graphs is an important area of application
in computational geometry. We refer the reader to [16, 17] for terminology
and basic results. We have done extensive research in this area [2, 3, 4,
5, 6, 8, 9]. Collossus has been quite helpful in our research. A screenshot
of Colossus is displayed in Figure 4. The system displays a graphical user
interface in which the user can draw a simple polygon. Colossus displays
its visibility graph coloring the ears and mouths. See [15] for definitions.
The system performs the computation in real-time so that changes to the
configuration of the original graph are immediately reflected in its visibility
graph.
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Figure 5: Visibility graph of an orthogonal polygon.

Another feature of Colossus is its ability to generate visibility graphs of
orthogonal polygons. Here, the edges of the polygon are alternatively hor-
izontal and vertical. Orthogonal polygons form an important subclass of
general simple closed polygons and are well studied [16]. A sample screen-
shot is shown in Figure 5. A detailed description of Colossus appears in
(10].

3 Summary and Future Work

In this paper we have described several software systems that we have de-
veloped for use in research and teaching of graph theory, graph algorithms,
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and their applications. We described some areas of our research where our
systems have been particularly helpful. Students in our graph algorithms
classes have used these systems to experiment with graphs and execute
graph algorithms. Moreover, these software systems have been essential in
our research allowing us to analyze large amount of data to discover im-
portant properties of graphs, especially those related to graceful labelings
of paths and cycles.

JGraph has been used to teach graph algorithms for more than a decade.
The system has been extended over the years by students of several depart-
ments including Computer Science, Mathematics and Physics. The reader
is invited to visit www.cs.bsu.edu/homepages/gnet for a demonstration ver-
sion (JEdit 4.2) of this system. See [7] for a detailed discussion of an earlier
version of JGraph.

Manohar has been used primarily for research purposes. The system has
provided invaluable information in the discovery of important properties of
graceful labelings of cycles and paths. Observation of the data has led to
the conception of several conjectures and proofs [11].

Collossus has been used for research in visibility graphs. See [2, 3, 4, 5,
6, 8, 9] for details.

Our next goal is to continue enhancing these software systems, with
special emphasis on Manohar. The system currently finds all graceful la-
belings of paths and cycles and we are working on a new version to find all
graceful labelings of caterpillars and lobsters.
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